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**Рекурсивные функции**

**Упражнение I, задание 9**

Разработать функцию, которая для заданного натурального числа N возвращает сумму его делителей. С помощью данной функции: для каждого целого числа на отрезке [а, b] вывести на экран сумму его делителей**.**

**Код программы**

#include <iostream>

#include <string>

#include <vector>

#include <algorithm>

#include <fstream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

#define ini(type, n) \

type n; \

cin >> n;

// Функция возвращает сумму делителей числа.

long long devSum (int c) {

long long devCount;

if (c == 0)

return 0;

else

devCount = !!(abs(c)-1)\*(c/abs(c))+c;

for (int i = 2; i <= c/2; i++) {

if (c%i == 0) devCount+=i\*(c/abs(c));

}

return devCount;

}

int main()

{

ini(int, a);

ini(int, b);

for (int i = min(a, b); i <= max(a ,b); i++) {

long long c = devSum(i);

cout << i << ": ";

if (c == 0) cout << "INF";

else cout << c;

cout << endl;

}

}

**Рекурсивные функции**

**Пример(ы)**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 0 10 | 0: INF  1: 1  2: 3  3: 4  4: 7  5: 6  6: 12  7: 8  8: 15  9: 13  10: 18 |
| 30 20 | 20: 42  21: 32  22: 36  23: 24  24: 60  25: 31  26: 42  27: 40  28: 56  29: 30  30: 72 |

**Рекурсивные функции**

**Упражнение I, задача 16**

Разработать функцию, которая для заданного натурального числа N возвращает сумму его цифр. С помощью данной функции для заданного числа А вывести на экран предшествующее по отношению к нему число, сумма цифр которого равна сумме цифр числа А.

**Код программы**

#include <iostream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

// Функция возвращает сумму цифр числа

int numSum (int c) {

int sumCount = 0;

while (c != 0) {

sumCount += abs(c%10);

c /= 10;

}

return sumCount;

}

int main() {

int a;

cin >> a;

if (a == 0) {

cout << "ERROR\n";

return 0;

}

// Сумма цифр числа А

int aSum = numSum(a);

a--;

// Находим число, предшествующее числу aSum,

// сумма цифр которого равна сумме цифр А

while (aSum != numSum(a)) a--;

cout << a << endl;

}

**Пример(ы)**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 1253 | 1244 |
| -27285 | -27294 |

**Рекурсивные функции**

**Упражнение II, задача 11**

Для вычисления цепной дроби: x/(1+x/(2+x/(3+...+x/(n+x)))). Найти значение данной дроби при заданном натуральном n.

**Код программы**

#include <iostream>

#include <iomanip>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

#define ini(type, n) \

type n; \

cin >> n;

int N;

// Функция заходит в рекурсию с неизмененным значением х N раз.

// Затем, выходя из рекурсии, возвращает вычесления выражения

// и подставляет под х, и так до тех пор, пока функция полностью

// не выйдет из рекурсии.

double calc (int n, double x) {

if (n != N) {

return x/(calc(n+1, x) + n);

}

else return x/(x + n);

}

int main()

{

cin >> N;

ini(double, b);

cout << fixed << setprecision(10) << b/calc(0, b) << endl;

}

**Пример(ы)**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 2 1 | 0.7500000000 |
| 42 12.2324 | 3.2368381558 |

**Рекурсивные функции**

**Упражнение III, задача 12**

Разработать рекурсивную функцию для вывода на экран следующей картинки:

\* \* (n пробелов между звездочками)

\*\* \*\* (n-2 пробела)

\*\*\* \*\*\* (n-4 пробела)

...

\*\*\*\* \*\*\*\* (2 пробела)

\*\*\*\*\*\*\*\*\*\* (0 пробелов)

\*\*\*\* \*\*\*\* (2 пробела)

...

\*\*\* \*\*\* (n-4 пробела)

\*\* \*\* (n-2 пробела)

\* \* (n пробелов между звездочками)

**Код программы**

#include <iostream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

#define ini(type, n) \

type n; \

cin >> n;

void stars(int n, int temp) {

// Выполняем эти действия перед заходом в рекурсию

if (n != 0) {

forn(i, temp)

cout << '\*';

forn(i, n)

cout << ' ';

forn(i, temp)

cout << '\*';

cout << endl;

stars(n - 2, temp + 1);

}

// Эти действия выполняются перед выходом из рекурсии

forn(i, temp)

cout << '\*';

forn(i, n)

cout << ' ';

forn(i, temp)

cout << '\*';

cout << endl;

}

int main()

{

ini(int, n);

stars(n, 1);

}

**Рекурсивные функции**

cout << '\*';

forn(i, n)

cout << ' ';

forn(i, temp)

cout << '\*';

cout << endl;

}

int main()

{

ini(int, n);

stars(n, 1);

}

**Пример(ы)**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 10 | \* \*  \*\* \*\*  \*\*\* \*\*\*  \*\*\*\* \*\*\*\*  \*\*\*\*\* \*\*\*\*\*  \*\*\*\*\*\*\*\*\*\*\*\*  \*\*\*\*\* \*\*\*\*\*  \*\*\*\* \*\*\*\*  \*\*\* \*\*\*  \*\* \*\*  \* \* |

**Перегрузка функции**

**Упражнение IV, задание 9**

Используя механизм перегрузки функций, разработайте две версии функции F, заголовки которых выглядят следующим образом:

- float F(float х);

- void F (float x, float &y);

Продемонстрируйте работу данных функций на примерах.

![http://i.gyazo.com/5e6726adfbc0631e831092f4d8941c4b.png](data:image/png;base64,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)

**Код программы**

#include <iostream>

using namespace std;

float F(float x) {

return 1/((1+x)\*(1+x));

}

void F(float x, float &y) {

y = (x\*x-1)\*(x\*x-1);

}

int main()

{

float x, y;

cin >> x;

if (x > 1) y=F(x);

else if (x < 1) F(x, y);

else y = 0;

printf("%.5f\n", y);

}

**Пример(ы)**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 4 | 0.04000 |
| 0.2423 | 0.88603 |

**Шаблонные функции**

**Упражнение V, задание 9**

Использование функций-шаблонов: для работы с двумерными массивами арифметических типов данных разработать шаблоны ввода и вывода массива, а также шаблон для решения основной задачи: Подсчитать среднее арифметическое элементов, расположенных под побочной диагональю.

**Код программы**

#include <iostream>

#include <vector>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

// Функция выводит матрицу в стандартный поток

template <typename x>

void printMatrix(vector<vector<x>> vec) {

forn(i, vec.size()) {

cout << endl;

forn(j, vec[i].size())

cout << vec[i][j] << ' ';

}

}

// Главная шаблонная функция запрашивает пользователя

// ввести матрицу после чего выполняет над ней требуемые в задаче

// действия и выводит результат в стандартный поток

template <typename x>

void mainFunction(vector<vector<x>> vec) {

cout << "Enter the size: ";

ini(int, n);

ini(int, m);

vec.resize(n);

cout << "Enter the matrix: " << endl;

forn(i, n)

vec[i].resize(m);

forn(i, n)

forn(j, m)

cin >> vec[i][j];

problemSolution(vec, n, m);

printMatrix(vec);

}

// Функция считает среднее арифметическое элементов, расположенных

// под побочной диагональю матрицы (все элементы под побочной

// диагональю и на ней заменяются нулями)

template <typename x>

void problemSolution(vector<vector<x>> &vec, int n, int m) {

double middleSum = 0;

int cnt = 0;

int nm = min(n, m);

for (int i = (n - nm) / 2; i < n; i++) {

for (int j = max((m - nm) / 2 + nm - (i - ((n - nm) / 2)) - 1, 0); j < m; j++) {

middleSum += vec[i][j];

vec[i][j] = 0;

cnt++;

}

}

cout << "\nSolution: " << ((n\*m==max(n,m)) ? 0 : middleSum/cnt) << "\n";

}

// Функция запрашивает пользователя ввести тип значения,

// который он будет использовать, а затем запускает шаблонную функцию

bool chooseType() {

vector<vector<ll>> vec1;

vector<vector<double>> vec2;

cout << "Type of matrix:\n[1] long long\n[2] double\n";

ini(char, answer);

switch (answer) {

case '1': mainFunction(vec1); return true;

case '2': mainFunction(vec2); return true;

}

return false;

}

int main() {

while (!chooseType());

return 0;

}

**Шаблонные функции**

**Пример(ы)**

template <typename x>

void problemSolution(vector<vector<x>> &vec, int n, int m) {

double middleSum = 0;

int cnt = 0, nm = min(n, m);

for (int i = (n - nm) / 2; i < n; i++) {

for (int j = max((m - nm) / 2 + nm - (i - ((n - nm) / 2)) - 1, 0); j < m; j++) {

middleSum += vec[i][j];

vec[i][j] = 0;

cnt++;

}

}

cout << "\nSolution: " << ((n\*m==max(n,m)) ? 0 : middleSum/cnt) << "\n";

}

// Функция запрашивает пользователя ввести тип значения,

// который он будет использовать, а затем запускает шаблонную функцию

bool chooseType() {

vector<vector<ll>> vec1;

vector<vector<double>> vec2;

cout << "Type of matrix:\n[1] long long\n[2] double\n";

char answer;

cin >> answer;

switch (answer) {

case '1': mainFunction(vec1); return true;

case '2': mainFunction(vec2); return true;

}

return false;

}

int main() {

while (!chooseType());

return 0;

}

|  |  |
| --- | --- |
| Ввод | Вывод |
| Type of matrix:  [1] long long  [2] double  1  Enter the size: 3 6  Enter the matrix:  3 6 7 0 2 1  4 2 1 1 1 3  9 9 3 7 6 2 | Solution: 3  3 6 7 0 0 0  4 2 0 0 0 0  9 0 0 0 0 0 |

**Сортировки**

**Упражнение I, задание 18**

В файле input.txt содержатся сведения о группе студентов в формате:

- номер группы;

- запись о каждом студенте группы содержит следующие сведения: фамилия, имя, отчество, год рождения, оценки по пяти предметам.

Переписать данные файла input.txt в файл output.txt, отсортировав их в алфавитном порядке по фамилии, имени, отчеству методом выбора.

**Код программы**

#include <iostream>

#include <vector>

#include <string>

#include <fstream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

#define ini(type, n) \

type n; \

in >> n;

ofstream out("output.txt");

ifstream in("input.txt");

// Информационное поле студента

struct inf {

string secondName;

string firstName;

string thirdName;

int year;

int marks[5];

void scan();

void print();

};

// Функция структуры выводит все данные о студенте

void inf::print(){

out << secondName << ' ' << firstName << ' ' << thirdName << ' ' << year <<' ';

forn(j, 5) out << marks[j] << ' ';

out << endl;

}

// Функция структуры считывает все данные о студенте

void inf::scan(){

in >> secondName >> firstName >> thirdName >> year;

forn(j,5) in >> marks[j];

}

// Функция производит сортировку данных группы по

// фамилиям, именам, отчествам студентов методом выбора

void f(vector<inf> &a, int n) {

forn(i, n-1) {

int num = i;

// Начиная с i-ого элемента ищем минимальный элемент

// из всех элементов впереди i-ого и меняем местами найденный

// элемент и i-ый.

for (int j = i + 1; j < a.size(); j++) {

if (a[j].secondName < a[num].secondName) num = j;

else if (a[j].firstName < a[num].firstName) num = j;

else if (a[j].thirdName < a[num].thirdName) num = j;

}

swap(a[i], a[num]);

}

}

int main() {

ini(int, n);

vector<inf> vec(n);

forn(i, n) vec[i].scan();

f(vec, n);

forn(i, n) vec[i].print();

fclose(stdout);

in.close();

out.close();

return 0;

}

**Сортировки**

// Функция структуры считывает все данные о студенте

void inf::scan(){

in >> secondName >> firstName >> thirdName >> year;

forn(j,5) in >> marks[j];

}

// Функция производит сортировку данных группы по

// фамилиям, именам, отчествам студентов методом выбора

void f(vector<inf> &a, int n) {

forn(i, n-1) {

int num = i;

// Начиная с i-ого элемента ищем минимальный элемент

// из всех элементов впереди и меняем местами найденный

// элемент и i-ый.

for (int j = i + 1; j < a.size(); j++) {

if (a[j].secondName < a[num].secondName) num = j;

else if (a[j].secondName == a[num].secondName && a[j].firstName < a[num].firstName) num = j;

else if (a[j].firstName == a[num].firstName && a[j].thirdName < a[num].thirdName) num = j;

}

swap(a[i], a[num]);

}

}

int main() {

ini(int, n);

vector<inf> vec(n);

forn(i, n) vec[i].scan();

f(vec, n);

forn(i, n) vec[i].print();

in.close();

out.close();

return 0;

}

**Пример(ы)**

|  |
| --- |
| input.txt |
| 6  Павлов Витор Геогригевич 1994 4 3 2 3 4  Рапутян Лоар Виарович 1990 3 4 5 5 4  Павлов Витор Геогригевич 1500 4 5 5 5 5  Рапутян Лоа Ювирович 1990 3 4 4 3 3  Парус Гаргуро Тирнаолович 2000 3 4 2 2 1  Аава Аанг Альбрусович 1000 1 1 1 1 1 |

**Сортировки**

|  |
| --- |
| output.txt |
| Аава Аанг Альбрусович 1000 1 1 1 1 1  Павлов Витор Геогригевич 1500 4 5 5 5 5  Павлов Витор Геогригевич 1994 4 3 2 3 4  Парус Гаргуро Тирнаолович 2000 3 4 2 2 1  Рапутян Лоа Ювирович 1990 3 4 4 3 3  Рапутян Лоар Виарович 1990 3 4 5 5 4 |

**Сортировки**

**Упражнение I, задание 4**

В файле input.txt содержатся сведения о группе студентов в формате:

- номер группы;

- запись о каждом студенте группы содержит следующие сведения: фамилия, имя, отчество, год рождения, оценки по пяти предметам.

Переписать данные файла input.txt в файл output.txt, отсортировав их по убыванию суммы оценок методом «пузырька».

**Код программы**

#include <iostream>

#include <string>

#include <vector>

#include <fstream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

ofstream out("output.txt");

ifstream in("input.txt");

struct inf {

string secondName, firstName, thirdName;

int year, marks;

void scan();

void print();

};

void inf::print(){

out << secondName << ' ' << firstName << ' ' << thirdName << ' ' << year << ' ' << marks;

out << endl;

}

void inf::scan(){

int a;

marks = 0;

in >> secondName >> firstName >> thirdName >> year;

forn(j,5) {

in >> a;

marks+= a;

}

}

// Функция сортирует данные студентов по убыванию

// суммы оценок методом пузырька

void f(vector<inf> &a, int n) {

for (int i = a.size() - 1; i >= 1; i--) {

for (int j = 1; j <= i; j++) {

if (a[j].marks < a[j-1].marks)

swap(a[j], a[j-1]);

}

}

}

int main() {

vector<inf> vec;

// Считывание данных при неизвестном их количестве

forn(i, vec.size()+1) {

if (!in.eof()) vec.resize(vec.size()+1);

else break;

vec[i].scan();

}

// Сортировка и вывод в файл

f(vec, vec.size());

forn(i, vec.size())

vec[i].print();

in.close();

out.close();

return 0;

}

**Сортировки**

void f(vector<inf> &a, int n) {

for (int i = a.size() - 1; i >= 1; i--) {

for (int j = 1; j <= i; j++) {

if (a[j].marks < a[j-1].marks)

swap(a[j], a[j-1]);

}

}

}

int main() {

vector<inf> vec;

// Считывание данных при неизвестном их количестве

forn(i, vec.size()+1) {

if (!in.eof()) vec.resize(vec.size()+1);

else break;

vec[i].scan();

}

// Сортировка и вывод в файл

f(vec, vec.size());

forn(i, vec.size())

vec[i].print();

in.close();

out.close();

return 0;

}

**Пример(ы)**

|  |
| --- |
| input.txt |
| Павлов Витор Геогригевич 1994 4 3 2 3 4  Рапутян Лоар Виарович 1990 3 4 5 5 4  Павлов Витор Геогригевич 1500 4 5 5 5 5  Рапутян Лоа Ювирович 1990 3 4 4 3 3  Парус Гаргуро Тирнаолович 2000 3 4 2 2 1  Аава Аанг Альбрусович 1000 1 1 1 1 1 |
| output.txt |
| Аава Аанг Альбрусович 1000 5  Парус Гаргуро Тирнаолович 2000 12  Павлов Витор Геогригевич 1994 16  Рапутян Лоа Ювирович 1990 17  Рапутян Лоар Виарович 1990 21  Павлов Витор Геогригевич 1500 24 |

**Сортировки**

**Упражнение II, задача 20**

Дана матрица размерностью n х n, содержащая целые числа. Отсортировать диагонали матрицы, расположенные выше побочной, по возрастанию элементов, а диагонали матрицы, расположенные ниже побочной, по убыванию элементов методом вставки.

**Код программы**

#include <iostream>

#include <vector>

#include <fstream>

using namespace std;

#define forn(i,n) for(int i = 0; i < n; i++)

#define ll long long

#define ini(type, n) \

type n; \

in >> n;

ofstream out("output.txt");

ifstream in("input.txt");

// Функция сортировки массива методом вставок

void sorting(vector<int> &a, int l, int r) {

int i, j, temp;

for (i = l+1; i <= r; i++) {

temp = a[i];

for (j = i - 1; j >= l; j--) {

// В зависимости от расположения сортируемого массива,

// будут разные условия для выхода из цикла (первое -

// для элементов выше побочной диагонали, второе -

// для элементов ниже побочной диагонали)

if (l == 0 && a[j] > temp)

break;

else if (r == a.size()-1 && a[j] < temp)

break;

a[j + 1] = a[j];

a[j] = temp;

}

}

}

int main() {

ini(int, n);

vector<vector<int>> vec(n, vector<int>(n));

forn(i, n)

forn(j, n)

in >> vec[i][j];

//Сортируем элементы выше побочной диагонали

for (int i = 0; i < vec.size()-1; i++) {

sorting(vec[i], 0, n-i-2);

}

//Сортируем элементы ниже побочной диагонали

for (int i = 1; i < vec.size(); i++) {

sorting(vec[i], n - i, n-1);

}

forn (i, n) {

forn(j, n-i-1)

out << vec[i][j] << ' ';

out << "X ";

for (int j = n-i; j < n; j++)

out << vec[i][j] << ' ';

out << endl;

}

in.close();

out.close();

return 0;

}

**Сортировки**

forn(i, n)

forn(j, n)

in >> vec[i][j];

//Сортируем элементы выше побочной диагонали

for (int i = 0; i < vec.size()-1; i++) {

sorting(vec[i], 0, n-i-2);

}

//Сортируем элементы ниже побочной диагонали

for (int i = 1; i < vec.size(); i++) {

sorting(vec[i], n - i, n-1);

}

forn (i, n) {

forn(j, n-i-1)

out << vec[i][j] << ' ';

out << "X ";

for (int j = n-i; j < n; j++)

out << vec[i][j] << ' ';

out << endl;

}

in.close();

out.close();

return 0;

}

**Пример(ы)**

|  |  |
| --- | --- |
| input.txt | output.txt |
| 8  3 0 1 5 3 4 2 1  4 3 2 9 5 2 0 0  3 8 1 1 1 4 6 7  2 3 8 1 2 5 2 1  9 5 2 0 0 5 2 1  3 2 9 5 2 0 8 1  3 8 1 2 5 2 2 0  3 8 1 1 1 4 6 7 | 5 4 3 3 2 1 0 X  9 5 4 3 2 2 X 0  8 3 1 1 1 X 6 7  8 3 2 1 X 1 2 5  9 5 2 X 0 1 2 5  3 2 X 0 1 2 5 8  3 X 0 1 2 2 2 5  X 1 1 1 4 6 7 8 |

**Классы**

**Упражнение I, задача 11**

Создать класс Time, с полями hours, minutes, seconds, представляющими собой часы, минуты и секунды. Данный класс должен позволять выводить информацию о текущем времени, вычислять время через заданное количество часов, минут и секунд, а также вычислять время, прошедшее между двумя заданными моментами.

Детальную структуру класса продумайте самостоятельно.

**Замечание:** В конце файла вывести максимальное и минимальное время.

**Код программы**

**main.cpp**

#include "classtime.h"

#define forn(i, n) for (int i = 0; i < n; i++)

ifstream in("input.txt");

int main()

{

// Создание экземпляров класса classTime

classTime basicTime, compareTime, compareTime2;

while (!in.eof()) {

// Считываем первый символ строки

// Если считываемый символ является \*, то вся

// информация после этого символа - это комментарий,

// и считывать ее не надо

char typingCommand;

if (in.peek() == '#') {

in.ignore(256, '\n');

continue;

}

else

in >> typingCommand;

// В зависимости от введенной команды будут

// выполняться определенные действия.

// Если команда не находится в пределах 1 и 5,

// то она введена не верно и выведется сообщение

// об ошибке

switch(typingCommand) {

case '1': basicTime.setTheTime(in);

break;

case '2': basicTime.showTheTimeFormed();

break;

case '3': compareTime.setTheTime(in);

basicTime.afterTheTime(compareTime);

break;

case '4': compareTime.setTheTime(in);

compareTime2.setTheTime(in);

basicTime.betweenTheTime(compareTime, compareTime2);

break;

case '5': classTime::showCurrentMaxMin();

return 0;

default: cout << "string [" << classTime::stringNumber << "] unknown command: " << typingCommand << endl;

in.ignore(256, '\n');

}

classTime::stringNumber++;

}

}

**Классы**

**main.cpp**

case '3': compareTime.setTheTime(in);

basicTime.afterTheTime(compareTime);

break;

case '4': compareTime.setTheTime(in);

compareTime2.setTheTime(in);

basicTime.betweenTheTime(compareTime, compareTime2);

break;

case '5': classTime::showCurrentMaxMin();

return 0;

default: cout << "string [" << classTime::stringNumber << "] unknown command: " << typingCommand << endl;

in.ignore(256, '\n');

}

classTime::stringNumber++;

}

}

**classtime.h**

// Подключение заголовочного файла единожды

#ifndef CLASSTIME\_H

#define CLASSTIME\_H

#include <iostream>

#include <vector>

#include <ctime>

#include <fstream>

#include <string>

using namespace std;

class classTime

{

public:

// Конструкторы класса

classTime() : hours(0), minutes(0), seconds(0) {}

classTime(int h, int m, int s) : hours(h), minutes(m), seconds(s) {}

// Методы класса

void showTheTime();

void showTheTimeFormed();

void setTheTime(ifstream &in);

void afterTheTime(classTime varTime1);

void betweenTheTime(classTime varTime1, classTime varTime2);

static void showCurrentMaxMin();

// Перегруженные операторы

classTime operator +(classTime varTime1);

classTime operator -(classTime varTime1);

bool operator <(classTime varTime1);

bool operator >(classTime varTime1);

// Статические поля класса

static classTime maxTime;

static classTime minTime;

static int stringNumber;

private:

// Поля класса

int hours;

int minutes;

int seconds;

};

#endif

**Классы**

**classtime.h**

static void showCurrentMaxMin();

// Перегруженные операторы

classTime operator +(classTime varTime1);

classTime operator -(classTime varTime1);

bool operator <(classTime varTime1);

bool operator >(classTime varTime1);

// Статические поля класса

static classTime maxTime;

static classTime minTime;

static int stringNumber;

private:

// Поля класса

int hours;

int minutes;

int seconds;

};

#endif

**classtime.cpp** (Подкючение хедера, дефайнов, потока и инциализация статических переменных)

#include "classtime.h"

#define forn(i, n) for (int i = 0; i < n; i++)

#define ll long long

ofstream out("output.txt");

// Инициализация статических полей класса

int classTime::stringNumber = 1;

classTime classTime::maxTime;

classTime classTime::minTime(24, 60, 60);

// Статическая функция выводит в поток макс. и мин.

// время, которое было найдено (запускается в конце

// программы)

void classTime::showCurrentMaxMin() {

out << "max time: ";

maxTime.showTheTime();

out << endl;

out << "min time: ";

minTime.showTheTime();

out << endl;

}

// Функция устанавливает время объекта

// согласно данным, которые ввел пользователь

void classTime::setTheTime(ifstream &in)

{

string strTime1;

int intTime2 = 0;

in >> strTime1;

forn(i, strTime1.size()) {

// Во время считывания времени, все должно

// быть по образцу ЧЧ:ММ:СС. Если считанное

// время не удовлетворяет образцу, то будет

// выведенно сообщение об ошибке и запись не произойдет

if (i < 8) {

if (!(isdigit(strTime1[i]) && ((i + 1) % 3 != 0))) {

if (!((strTime1[i] == ':') && ((i + 1) % 3 == 0))) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

else

continue;

}

else

intTime2 = intTime2\*10 + (strTime1[i] - '0');

}

else {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

}

// Если данные введены некорректно

// (минут или секунд больше 60), то

// присваивания не произойдет и программа

// перейдет к следующему действию

if ((intTime2 / 10000 >= 24) || ((intTime2 / 100) % 100 >= 60) || (intTime2 % 100 >= 60)) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

// Устанавливаем считанное время полям

// текущего объекта и заодно обновляем

// макс. и мин. время

this->hours = intTime2 / 10000;

this->minutes = (intTime2 / 100) % 100;

this->seconds = intTime2 % 100;

classTime compareTime(hours, minutes, seconds);

if (compareTime > maxTime)

maxTime = compareTime;

if (compareTime < minTime)

minTime = compareTime;

}

// Функция выводит поля текущего экземпляра класса

void classTime::showTheTime()

{

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод showCurrentMaxMin)

// Статическая функция выводит в поток макс. и мин.

// время, которое было найдено (запускается в конце

// программы)

void classTime::showCurrentMaxMin() {

out << "max time: ";

maxTime.showTheTime();

out << endl;

out << "min time: ";

minTime.showTheTime();

out << endl;

}

// Функция устанавливает время объекта

// согласно данным, которые ввел пользователь

void classTime::setTheTime(ifstream &in)

{

string strTime1;

int intTime2 = 0;

in >> strTime1;

forn(i, strTime1.size()) {

// Во время считывания времени, все должно

// быть по образцу ЧЧ:ММ:СС. Если считанное

// время не удовлетворяет образцу, то будет

// выведенно сообщение об ошибке и запись не произойдет

if (i < 8) {

if (!(isdigit(strTime1[i]) && ((i + 1) % 3 != 0))) {

if (!((strTime1[i] == ':') && ((i + 1) % 3 == 0))) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

else

continue;

}

else

intTime2 = intTime2\*10 + (strTime1[i] - '0');

}

else {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

}

// Если данные введены некорректно

// (минут или секунд больше 60), то

// присваивания не произойдет и программа

// перейдет к следующему действию

if ((intTime2 / 10000 >= 24) || ((intTime2 / 100) % 100 >= 60) || (intTime2 % 100 >= 60)) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

// Устанавливаем считанное время полям

// текущего объекта и заодно обновляем

// макс. и мин. время

this->hours = intTime2 / 10000;

this->minutes = (intTime2 / 100) % 100;

this->seconds = intTime2 % 100;

classTime compareTime(hours, minutes, seconds);

if (compareTime > maxTime)

maxTime = compareTime;

if (compareTime < minTime)

minTime = compareTime;

}

// Функция выводит поля текущего экземпляра класса

void classTime::showTheTime()

{

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**Классы**

out << "min time: ";

minTime.showTheTime();

out << endl;

}

// Функция устанавливает время объекта

// согласно данным, которые ввел пользователь

void classTime::setTheTime(ifstream &in)

{

string strTime1;

int intTime2 = 0;

in >> strTime1;

forn(i, strTime1.size()) {

// Во время считывания времени, все должно

// быть по образцу ЧЧ:ММ:СС. Если считанное

// время не удовлетворяет образцу, то будет

// выведенно сообщение об ошибке и запись не произойдет

if (i < 8) {

if (!(isdigit(strTime1[i]) && ((i + 1) % 3 != 0))) {

if (!((strTime1[i] == ':') && ((i + 1) % 3 == 0))) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

else

continue;

}

else

intTime2 = intTime2\*10 + (strTime1[i] - '0');

}

else {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

}

// Если данные введены некорректно

// (минут или секунд больше 60), то

// присваивания не произойдет и программа

// перейдет к следующему действию

if ((intTime2 / 10000 >= 24) || ((intTime2 / 100) % 100 >= 60) || (intTime2 % 100 >= 60)) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

// Устанавливаем считанное время полям

// текущего объекта и заодно обновляем

// макс. и мин. время

this->hours = intTime2 / 10000;

this->minutes = (intTime2 / 100) % 100;

this->seconds = intTime2 % 100;

classTime compareTime(hours, minutes, seconds);

if (compareTime > maxTime)

maxTime = compareTime;

if (compareTime < minTime)

minTime = compareTime;

}

// Функция выводит поля текущего экземпляра класса

void classTime::showTheTime()

{

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод setTheTime)

// Метод устанавливает время объекта

// согласно данным, которые ввел пользователь

void classTime::setTheTime(ifstream &in)

{

string strTime1;

int intTime2 = 0;

in >> strTime1;

forn(i, strTime1.size()) {

// Во время считывания времени, все должно

// быть по образцу ЧЧ:ММ:СС. Если считанное

// время не удовлетворяет образцу, то будет

// выведенно сообщение об ошибке и запись не произойдет

if (i < 8) {

if (!(isdigit(strTime1[i]) && ((i + 1) % 3 != 0))) {

if (!((strTime1[i] == ':') && ((i + 1) % 3 == 0))) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

else

continue;

}

else

intTime2 = intTime2\*10 + (strTime1[i] - '0');

}

else {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

}

// Если данные введены некорректно

// (минут или секунд больше 60), то

// присваивания не произойдет и программа

// перейдет к следующему действию

if ((intTime2 / 10000 >= 24) || ((intTime2 / 100) % 100 >= 60) || (intTime2 % 100 >= 60)) {

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

// Устанавливаем считанное время полям

// текущего объекта и заодно обновляем

// макс. и мин. время

this->hours = intTime2 / 10000;

this->minutes = (intTime2 / 100) % 100;

this->seconds = intTime2 % 100;

classTime compareTime(hours, minutes, seconds);

if (compareTime > maxTime)

maxTime = compareTime;

if (compareTime < minTime)

minTime = compareTime;

}

// Функция выводит поля текущего экземпляра класса

void classTime::showTheTime()

{

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**Классы**

out << stringNumber << "> " << "wrong parameters: " << strTime1 << endl;

return;

}

// Устанавливаем считанное время полям

// текущего объекта и заодно обновляем

// макс. и мин. время

this->hours = intTime2 / 10000;

this->minutes = (intTime2 / 100) % 100;

this->seconds = intTime2 % 100;

classTime compareTime(hours, minutes, seconds);

if (compareTime > maxTime)

maxTime = compareTime;

if (compareTime < minTime)

minTime = compareTime;

}

// Функция выводит поля текущего экземпляра класса

void classTime::showTheTime()

{

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод showTheTime)

// Метод выводит поля текущего экземпляра класса

void classTime::showTheTime() {

out << hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10;

}

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed()

{

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод showTheTimeFormed)

// Функция выводит поля текущего экземпляра класса

// с нужным форматированием

void classTime::showTheTimeFormed() {

out << stringNumber << "> " << "current time is "

<< hours / 10 << hours % 10 << ':'

<< minutes / 10 << minutes % 10 << ':'

<< seconds / 10 << seconds % 10 << endl;

}

// Функция вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает функцию вывода результата

void classTime::afterTheTime(classTime varTime1)

{

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод afterTheTime)

// Метод вычисляет сколько будет времени

// после заданного кол-ва часов, минут, секунд

// и вызывает метод вывода результата

void classTime::afterTheTime(classTime varTime1) {

classTime varTime2 = \*this;

varTime2 = varTime1 + varTime2;

out << stringNumber << "> " << "the time after ";

varTime1.showTheTime();

out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}
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out << " will be ";

varTime2.showTheTime();

out << endl;

}

// Функция вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает функцию вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2)

{

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Метод betweenTheTime)

// Метод вычисляет сколько должно пройти

// времени в указанном пользователем промежутке

// и вызывает метод вывода результата

void classTime::betweenTheTime(classTime varTime1, classTime varTime2) {

out << stringNumber << "> " << "the time between ";

varTime1.showTheTime();

out << " and ";

varTime2.showTheTime();

out << " is ";

if (varTime2 < varTime1)

varTime2 = varTime1 - varTime2;

else

varTime2 = varTime2 - varTime1;

varTime2.showTheTime();

out << endl;

}

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1)

{

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1)

{

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**classtime.cpp** (Перегрузки операторов)

// Перегрузка оператора <

bool classTime::operator <(classTime varTime1) {

return (hours\*10000 + minutes\*100 + seconds < varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора >

bool classTime::operator >(classTime varTime1) {

return (hours\*10000 + minutes\*100 + seconds > varTime1.hours\*10000 + varTime1.minutes\*100 + varTime1.seconds);

}

// Перегрузка оператора + c учетом ограничений

classTime classTime::operator +(classTime varTime1) {

varTime1.hours = ((hours + varTime1.hours) % 24 + (minutes + varTime1.minutes + (seconds + varTime1.seconds) / 60) / 60) % 24;

varTime1.minutes = ((minutes + varTime1.minutes) % 60 + (seconds + varTime1.seconds) / 60) % 60;

varTime1.seconds = (seconds + varTime1.seconds) % 60;

return varTime1;

}

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1)

{

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**Классы**

// Перегрузка оператора - c учетом ограничений

classTime classTime::operator -(classTime varTime1) {

if (seconds - varTime1.seconds >= 0)

varTime1.seconds = seconds - varTime1.seconds;

else {

varTime1.seconds = 60 + seconds - varTime1.seconds;

varTime1.minutes++;

}

if (minutes - varTime1.minutes >= 0)

varTime1.minutes = minutes - varTime1.minutes;

else {

varTime1.minutes = 60 + minutes - varTime1.minutes;

varTime1.hours++;

}

varTime1.hours = abs(hours - varTime1.hours)%24;

return varTime1;

}

**Пример(ы)**

|  |  |
| --- | --- |
| input.txt | output.txt |
| # 1 - set the time  # 2 - show the time  # 3 - the time after settled  # 4 - the time between settled  # 5 - exit  1 12:00:20  2  3 02:20:40  Error message  2  1 24:00:00  1 23:8942:1245  1 01:50:20  4 20:30:10 15:10:50  2  9  5 | 2> current time is 12:00:20  3> the time after 02:20:40 will be 14:21:00  5> current time is 12:00:20  6> wrong parameters: 24:00:00  7> wrong parameters: 23:8942:1245  9> the time between 20:30:10 and 15:10:50 is 05:19:20  10> current time is 01:50:20  max time: 20:30:10  min time: 01:50:20 |
| stdout | |
| string [4] unknown command: E  string [11] unknown command: 9 | |

**Списки**

**Упражнение I, задача 12**

Создать список из слов. Подсчитать количество слов, совпадающих с последним словом. Удалить все такие слова из списка, оставив одно последнее.

**Код программы**

**main.cpp**

#include "pstack.h"

ifstream in("input.txt");

int main() {

PStack custom2, custom1;

string s;

// Заполнение стека считанной строкой

while (!in.eof()) {

in >> s;

custom2.push(s);

}

int num = 0;

// Сохраняем верхний элемент стека и удаляем его из

// второго стека и добавляем его в первый, так как

// нам нужно сохранить его, а его совпадения удалить

string correctTop = custom2.pop();

custom1.push(correctTop);

// Пока второй стек не будет пуст, будем брать верхний

// элемент и сравнивать с correctTop, и если они будут

// различны, то добавим элемент из custom2 в custom3

// Таким образом, все совпадающие элементы с correctTop

// не войдут в новый стек и получится такойже стек custom3,

// но уже без элементов, совпадающих с верхним

while (!custom2.empty()) {

string compare = custom2.pop();

if (correctTop == compare) {

num++;

}

else {

custom1.push(compare);

}

}

while (!custom1.empty()) {

cout << custom1.pop() << ' ';

}

cout << endl << num - 1 << endl;

return 0;

}

**Списки**

**pstack.h**

#ifndef PSTACK

#define PSTACK

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

class PStack

{

private:

// Информационное поле элемента стека, которое содержит

// значение и указатель на следующий элемент

struct Element{

string value;

Element\* next;

// Конструктор информационного поля элемента

Element(string value, Element\* next) {

this->value = value;

this->next = next;

}

};

// Каждый экземпляр класса хранит указатель на последний

// добавленный элемент и размер стека

Element\* head;

int sizeOfStack;

public:

// Конструктор, деструктор

PStack() : head(nullptr), sizeOfStack(0){}

~PStack(){}

// Метод проверки на пустоту

bool empty(){

return head == nullptr;

}

// Метод добавления элемента в стек

void push(string u){

// Увеличиваем размер стека на 1 и смещаем

// указатель head на новый элемент

sizeOfStack++;

head = new Element(u, head);

}

// Метод взятия элемента из стека

string pop() {

// Если стек не пуст, то уменьшаем размер стека

// и переприсваиваем указатель head предыдущему после

// текущего верхнего элемента и возвращаем его значение

if (empty()) return "";

sizeOfStack--;

Element \*r = head;

string i = r->value;

head = r->next;

delete r;

return i;

}

// Метод возвращает верхний элемент стека без удаления

string top(){

if (empty()) return "";

return head->value;

}

};

#endif

**Списки**

**pstack.h**

// и переприсваиваем указатель head предыдущему после

// текущего верхнего элемента и возвращаем его значение

if (empty()) return "";

sizeOfStack--;

Element \*r = head;

string i = r->value;

head = r->next;

delete r;

return i;

}

// Метод возвращает верхний элемент стека без удаления

string top(){

if (empty()) return "";

return head->value;

}

};

#endif

**Пример(ы)**

|  |  |
| --- | --- |
| input.txt | stdout |
| aaa bb aaa aa bbb a bb b aaa aa bb | aaa aaa aa bbb a b aaa aa bb  2 |
| . . . . S . . T . A . C . . K . . . | S T A C K .  12 |

**Списки**

**Упражнение I, задача 12**

Создать очередь из слов. Подсчитать количество слов, совпадающих с последним словом. Удалить все такие слова из списка, оставив одно последнее.

**Код программы**

**main.cpp**

#include "pqueue.h"

ifstream in("input.txt");

int main() {

PQueue custom1, custom2;

string topElement, compareElement;

// Каждый новый считываемый элемент будет последним

while (!in.eof()) {

in >> topElement;

custom1.PPut(topElement);

}

int num = 0;

// Производим те же действие, что и со стеком

while (!custom1.PEmpty()) {

compareElement = custom1.PGet();

if (topElement == compareElement) {

num++;

}

else {

custom2.PPut(compareElement);

}

}

// Кладем в очередь последний считанный элемент,

// так как нам нужно его сохранить и вычитаем из

// num 1, потому что программа посчитала все совпадения

custom2.PPut(topElement);

cout << num - 1 << endl;

while (!custom2.PEmpty()) {

cout << custom2.PGet() << ' ';

}

return 0;

}

**Списки**

**pqueue.h**

#ifndef PQUEUE

#define PQUEUE

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

class PQueue

{

private:

// Данные, которые содержит элемент очереди

struct Element{

string value;

Element\* next;

Element(string value) {

this->value = value;

this->next = nullptr;

}

};

// Указатели на начало и конец очереди

Element\* head;

Element\* tail;

public:

PQueue() : head(nullptr), tail(nullptr){}

~PQueue(){}

// Метод проверки на пустоту очереди

bool PEmpty(){

return head == nullptr;

}

// Метод взятия элемента из очереди

string PGet() {

if (PEmpty()) return "";

// Принцип работы метода такойже, как у стека,

// но в очереди нужно еще обнулить указатель tail

Element \*t = head;

string i = t->value;

head = t->next;

if (head == NULL) tail = NULL;

delete t;

return i;

}

// Метод добавления элемента в очередь

void PPut(string value){

// Добавление происходит в конец очереди, так как

// в начале находится первый добавленный элемент

// Для того, чтобы добавить элемент, нужно переместить

// указатель tail на новый, и если это не первый добавленный

// элемент, то указатель next будет указывать на следующий

// в очереди элемент, иначе next будет инициализирован

// nullptr, а head будет указывать на этот единственный элемент

Element \*t = tail;

tail = new Element(value);

if (!head) head = tail;

else t->next = tail;

}

};

#endif

**Списки**

// Метод добавления элемента в очередь

void PPut(string value){

// Добавление происходит в конец очереди, так как

// в начале находится первый добавленный элемент

// Для того, чтобы добавить элемент, нужно переместить

// указатель tail на новый, и если это не первый добавленный

// элемент, то указатель next будет указывать на следующий

// в очереди элемент, иначе next будет инициализирован

// nullptr, а head будет указывать на этот единственный элемент

Element \*t = tail;

tail = new Element(value);

if (!head) head = tail;

else t->next = tail;

}

};

#endif

**Пример(ы)**

|  |  |
| --- | --- |
| input.txt | stdout |
| aaa bb aaa aa bbb a bb b aaa aa bb | aaa aaa aa bbb a b aaa aa bb  2 |
| . . . . S . . T . A . C . . K . . . | S T A C K .  12 |

**Списки**

**Упражнение I, задача 12**

Создать однонаправленный список из слов. Подсчитать количество слов, совпадающих с последним словом. Удалить все такие слова из списка, оставив одно последнее.

**Код программы**

**main.cpp**

#include "psinglelist.h"

int main() {

int num = 0;

string s, topString;

// Заводим список типа string

PSingleList<string> custom;

// Считываем все элементы в строке

custom.PRowInsert();

// Удаление всех элементов, равных topString

cout << custom.PRowRemove() << endl;

custom.PPrint();

}

**psinglelist.h** (Класс исключения)

**psinglelist.h** (Структура класса)

// Класс исключения, который выдает сообщение

// об ошибке при вызове

class ListException: public exception

{

public:

ListException(const string & message = ""): exception(message.c\_str()) {}

};

// Класс является шаблонным

template <class item>

class PSingleList

{

protected:

// Структура элемента списка описывается

// значением элемента и указателем на следующий

struct Element{

item value;

Element\* next;

Element(item x) : value(x), next(0) {}

};

// Остальные данные класса хранят в себе указатель на

// начальный элемент, размер контейнера, значение верхнего

// элемента списка и метод, производящий поиск по

// всем содержащимся элементам

Element \*head;

int sizeOfSL;

item topElement;

// Метод возвращает элемент списка под нужным индексом

Element \*PFind(int index) {

if ((index < 1) || (index > sizeOfSL)) {

return NULL;

}

// В начале указатель устанавливается на head,

// затем смещаем указатель до нужного индекса

Element \*cur = head;

for (int i = 1; i < index; i++) {

cur = cur->next;

}

return cur;

}

public:

// Конструктор и деструктор

PSingleList() : head(0), sizeOfSL(0){}

~PSingleList() {

while(!PEmpty()) {

PRemove(1);

}

}

// Функция проверяет список на пустоту

bool PEmpty() {

return head == 0;

}

// Функция возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Функция возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Функция добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Функция добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Функция удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Функция печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

// Класс является шаблонным

template <class item>

class PSingleList

{

protected:

// Структура элемента списка описывается

// значением элемента и указателем на следующий

struct Element{

item value;

Element\* next;

Element(item x) : value(x), next(0) {}

};

// Остальные данные класса хранят в себе указатель на

// начальный элемент, размер контейнера, значение верхнего

// элемента списка и метод, производящий поиск по

// всем содержащимся элементам

Element \*head;

int sizeOfSL;

item topElement;

// Метод возвращает элемент списка под нужным индексом

Element \*PFind(int index) {

if ((index < 1) || (index > sizeOfSL)) {

return NULL;

}

// В начале указатель устанавливается на head,

// затем смещаем указатель до нужного индекса

Element \*cur = head;

for (int i = 1; i < index; i++) {

cur = cur->next;

}

return cur;

}

public:

// Конструктор и деструктор

PSingleList() : head(0), sizeOfSL(0){}

~PSingleList() {

while(!PEmpty()) {

PRemove(1);

}

}

// Функция проверяет список на пустоту

bool PEmpty() {

return head == 0;

}

// Функция возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Функция возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Функция добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Функция добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Функция удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Функция печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**Списки**

};

// Остальные данные класса хранят в себе указатель на

// начальный элемент, размер контейнера, значение верхнего

// элемента списка и метод, производящий поиск по

// всем содержащимся элементам

Element \*head;

int sizeOfSL;

item topElement;

// Метод возвращает элемент списка под нужным индексом

Element \*PFind(int index) {

if ((index < 1) || (index > sizeOfSL)) {

return NULL;

}

// В начале указатель устанавливается на head,

// затем смещаем указатель до нужного индекса

Element \*cur = head;

for (int i = 1; i < index; i++) {

cur = cur->next;

}

return cur;

}

public:

// Конструктор и деструктор

PSingleList() : head(0), sizeOfSL(0){}

~PSingleList() {

while(!PEmpty()) {

PRemove(1);

}

}

// Функция проверяет список на пустоту

bool PEmpty() {

return head == 0;

}

// Функция возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Функция возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Функция добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Функция добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Функция удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Функция печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Конструктор и деструктор класса)

PSingleList() : head(0), sizeOfSL(0){}

~PSingleList() {

while(!PEmpty()) {

PRemove(1);

}

}

// Функция проверяет список на пустоту

bool PEmpty() {

return head == 0;

}

// Функция возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Функция возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Функция добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Функция добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Функция удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Функция печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PEmpty)

// Метод проверяет список на пустоту

bool PEmpty() {

return head == 0;

}

// Метод возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Метод возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Метод добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Метод добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PSize)

// Метод возвращает размер списка

int PSize() {

return sizeOfSL;

}

// Метод возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Метод добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Метод добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**Списки**

**psinglelist.h** (Метод PSize)

// Метод возвращает элемент с нужным индексом

item PGet(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

throw ListException("PGet error");

}

// Для нахождения элемент с нужным индексом

// запускается метод PFind

Element \*r = PFind(index);

item i = r-> value;

return i;

}

// Метод добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Метод добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PInsert)

// Метод добавляет элемент в список

void PInsert(int index, item value){

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// Обновление верхнего элемента

if (index == sizeOfSL + 1)

topElement = value;

Element \*newPtr = new Element(value);

sizeOfSL = PSize() + 1;

// Если список пуст, то указатель добавляемого

// элемента будет указаывать на nullptr, так как

// head инициализирован nullptr, а указателю head

// присваивается этот новый элемент

if (index == 1) {

newPtr->next = head;

head = newPtr;

}

// Если же список не пуст, то мы должны найти

// элемент, после которого стоит вставляемый элемент

// и скопировать его указатель нашему новому

// элементу, в то время как его указатель установить

// на наш новый элемент

else {

Element \*prev = PFind(index - 1);

newPtr->next = prev->next;

prev->next = newPtr;

}

}

// Метод добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**Списки**

**psinglelist.h** (Метод PRowInsert)

// Метод добавляет все элементы из файла в список

void PRowInsert(){

item s;

Element \*current = head;

Element \*previous;

// Проводим те же действия, что и с методом PInsert,

// только считываем мы подряд, поэтому нам не нужно

// использовать поиск по индексу, так как мы

// будем сохрнанять значение предыдущего элемента

while (!in.eof()) {

in >> s;

topElement = s;

sizeOfSL = PSize() + 1;

current = new Element(s);

if (sizeOfSL == 1) {

current->next = head;

head = current;

previous = current;

}

else {

previous->next = current;

previous = previous->next;

}

}

}

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PRemove)

// Метод удаляет элемент из списка

void PRemove(int index) {

if ((index < 1) || (index > sizeOfSL + 1)) {

return;

}

// При удалении элемента мы переприсваиваем указатель

// предыдущего элемента на следующий за удаленным

Element \*cur;

sizeOfSL--;

if (index == 1) {

cur = head;

head = head->next;

}

else {

Element \*prev = PFind(index - 1);

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**Списки**

cur = prev->next;

prev->next = cur->next;

}

cur->next = NULL;

delete cur;

}

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PPrint)

// Метод печатает весь список с начала

void PPrint() {

for (Element \*cur = head; cur != NULL; cur = cur-> next)

cout << cur->value << ' ';

cout << endl;

}

// Решение задачи

int problemSolver (PSingleList &custom) {

int num = 0;

for (int i = 1; i < custom.PSize(); i++) {

if (topElement == custom.PGet(i)) {

num++;

custom.PRemove(i);

}

}

return num;

}

};

#endif

**psinglelist.h** (Метод PRowRemove)

// Функция удаляет все элементы списка, которые равны topElement

int PRowRemove() {

// Для двух исключений кол-во удаленных элементов

// будет равно 0, и ничего не нужно удалять

if(sizeOfSL == 0 || sizeOfSL == 1) return 0;

int deleted = 0;

Element \*cur = head;

// Запускаем цикл, который будет проверять второй

// следующий элемента от текущего, и если он будет

// равен topElement, то мы его удалим, иначе

// простой перейдем к следующему

while (cur->next->next != nullptr) {

if (cur->next->value == topElement) {

deleted++;

sizeOfSL--;

Element \*tmp = cur->next;

cur->next = cur->next->next;

delete tmp;

}

else cur = cur->next;

}

// В цикле мы не проверяем первый элемент, так как

// идем от него, следовательно нужно его проверить

// является ли он совпадающим с topElement и удалить

// его при необходимости

if (head->value == topElement) {

deleted++;

sizeOfSL--;

Element \*tmp = head;

head = head->next;

delete tmp;

}

return deleted;

}

**Списки**

Element \*tmp = head;

head = head->next;

delete tmp;

}

return deleted;

}

**Пример(ы)**

|  |  |
| --- | --- |
| input.txt | stdout |
| aaa bb aaa aa bbb a bb b aaa aa bb | aaa aaa aa bbb a b aaa aa bb  2 |
| . . . . S . . T . A . C . . K . . . | S T A C K .  12 |

**Наследование**

**Упражнение I, задача 8**

1. Создать абстрактный класс TelephoneDirectory с функциями, позволяющими вывести на экран информацию о записях в телефонном справочнике, а также определить соответствие записи критерию поиска.

2. Создать производные классы: Persona (фамилия, адрес, номер телефона), Organization (название, адрес, телефон, факс, контактное лицо), Friend (фамилия, адрес, номер телефона, дата рождения).

3. Создать базу (массив) из n записей, вывести полную информацию из базы на экран, а также организовать поиск в базе по фамилии.

**Код программы**

**main.cpp**

#include "inheritance.h"

#include "persona.h"

#include "organization.h"

#include "friend.h"

using namespace std;

const int INDEX = 100000;

const int INDEX\_ORG = 1000;

ifstream in ("input.txt");

int main()

{

setlocale( LC\_ALL,"Russian" );

// Создаем массив экземпляров класса

TelephoneDirectory \*customSpreadsheet[1000];

int i = 0;

string A1, A2, A3, A4, A5, A6, A7, A8;

// Считываем данные для Persona

while (!in.eof()) {

in >> A1;

if (A1 == ">Organization")

break;

in >> A2 >> A3;

customSpreadsheet[i++] = new Persona(i + INDEX, A1, A2, A3);

}

// Считываем данные для Organization

while (!in.eof()) {

in >> A1;

if (A1 == ">Friend")

break;

in >> A2 >> A3 >> A4 >> A5 >> A6 >> A7;

customSpreadsheet[i++] = new Organization(i + INDEX\_ORG, i + INDEX, A1, A2, A3, A4, A5, A6, A7);

}

// Считываем данные для Friend

while (!in.eof()) {

in >> A1 >> A2 >> A3 >> A4;

customSpreadsheet[i++] = new Friend(i + INDEX\_ORG, i + INDEX, A1, A2, A3, A4);

}

customSpreadsheet[i] = nullptr;

i = 0;

// Выводим все считанные данные в стандартный поток

while (customSpreadsheet[i] != nullptr) {

customSpreadsheet[i++]->PShow();

}

string searchingElement;

// Выводим данные, удовлетворяющие поиску в стандартный поток

while(true) {

cout << "\n\nВведите фамилию для поиска (exit - для выхода): ";

cin >> searchingElement;

if (searchingElement == "exit") break;

i = 0;

while (customSpreadsheet[i] != nullptr) {

customSpreadsheet[i++]->PCheck(searchingElement);

}

}

return 0;

}

**Наследование**

in >> A2 >> A3 >> A4 >> A5 >> A6 >> A7;

customSpreadsheet[i++] = new Organization(i + INDEX\_ORG, i + INDEX, A1, A2, A3, A4, A5, A6, A7);

}

// Считываем данные для Friend

while (!in.eof()) {

in >> A1 >> A2 >> A3 >> A4;

customSpreadsheet[i++] = new Friend(i + INDEX\_ORG, i + INDEX, A1, A2, A3, A4);

}

customSpreadsheet[i] = nullptr;

i = 0;

// Выводим все считанные данные в стандартный поток

while (customSpreadsheet[i] != nullptr) {

customSpreadsheet[i++]->PShow();

}

string searchingElement;

// Выводим данные, удовлетворяющие поиску в стандартный поток

while(true) {

cout << "\n\nВведите фамилию для поиска (exit - для выхода): ";

cin >> searchingElement;

if (searchingElement == "exit") break;

i = 0;

while (customSpreadsheet[i] != nullptr) {

customSpreadsheet[i++]->PCheck(searchingElement);

}

}

return 0;

}

**inheritance.h**

#ifndef INHERITANCE\_H

#define INHERITANCE\_H

#include <iostream>

#include <fstream>

#include <vector>

#include <string>

using namespace std;

//Абстрактный класс

class TelephoneDirectory {

public:

virtual void PShow() = 0;

virtual void PCheck(string s) = 0;

};

#endif // INHERITANCE\_H

**Наследование**

virtual void PCheck(string s) = 0;

};

#endif // INHERITANCE\_H

**persona.h**

#include "inheritance.h"

// Наследование от абстрактного класса

class Persona: public TelephoneDirectory {

protected:

int ID;

string firstName;

string secondName;

string telephoneNumber;

public:

Persona():

ID(999999),

firstName("UNKNOWN"),

secondName("UNKNOWN"),

telephoneNumber("UNKNOWN") {}

Persona(int A1, string A2, string A3, string A4):

ID(A1),

firstName(A3),

secondName(A2),

telephoneNumber(A4) {}

~Persona() {}

// Метод выводит данные класса в стандартный поток

void PShow() {

cout << "[" << ID << "] "

<< firstName << ' '

<< secondName << ' '

<< telephoneNumber << endl;

}

// Метод возвращает значение поля secondName

string PSecondName() {

return secondName;

}

// Метод проверяет входной аргумент и secondName

// и выводит данные на экран при совпадении

void PCheck(string compareElement) {

if (compareElement == secondName)

PShow();

}

};

**Наследование**

**organization.h**

#ifndef ORGANIZATION\_H

#define ORGANIZATION\_H

#include "persona.h"

class Organization : public TelephoneDirectory {

protected:

int ID;

Persona custom;

string name;

string adress;

string telephoneNumber;

string fax;

public:

Organization():

ID(999999),

name("UNKNOWN"),

adress("UNKNOWN"),

telephoneNumber("UNKNOWN"),

fax("UNKNOWN") {

Persona();

}

Organization(int A0, int A1, string A2, string A3, string A4, string A5, string A6, string A7, string A8):

ID(A0),

name(A2),

adress(A3),

telephoneNumber(A4),

fax(A5) {

custom = Persona(A1, A6, A7, A8);

}

Organization(int A0, Persona A1, string A2, string A3, string A4, string A5):

ID(A0),

custom(A1),

name(A2),

adress(A3),

telephoneNumber(A4),

fax(A5) {

}

~Organization() {}

// Метод выводит данные текущего экземпляра класса и

// экземпляра custom в стандартный поток

void PShow() {

cout << "[" << ID << "] "

<< name << ' '

<< adress << ' '

<< telephoneNumber << ' '

<< fax << " Contact: ";

custom.PShow();

}

// Метод производит поиск по фамилии в поле

// экземпляра класса custom

void PCheck(string compareElement) {

if (compareElement == custom.PSecondName())

PShow();

}

};

#endif // ORGANIZATION\_H

**Наследование**

void PShow() {

cout << "[" << ID << "] "

<< name << ' '

<< adress << ' '

<< telephoneNumber << ' '

<< fax << " Contact: ";

custom.PShow();

}

// Метод производит поиск по фамилии в поле

// экземпляра класса custom

void PCheck(string compareElement) {

if (compareElement == custom.PSecondName())

PShow();

}

};

#endif // ORGANIZATION\_H

**friend.h**

#ifndef FRIEND\_H

#define FRIEND\_H

#include "persona.h"

class Friend : public TelephoneDirectory {

protected:

int ID;

Persona custom;

string birthdayDate;

public:

Friend() :

ID(999999),

birthdayDate("UNKNOWN") {

Persona();

}

Friend(int A0, int A1, string A2, string A3, string A4, string A5) :

ID(A0),

birthdayDate(A5) {

custom = Persona(A1, A2, A3, A4);

}

Friend(int A0, Persona A1, string A2) :

ID(A0),

custom(A1),

birthdayDate(A2) {}

~Friend() {}

void PShow() {

cout << "[" << ID << "] "

<< birthdayDate

<< " Friend: ";

custom.PShow();

}

void PCheck(string compareElement) {

if (compareElement == custom.PSecondName())

PShow();

}

};

#endif // FRIEND\_H

**Наследование**

~Friend() {}

void PShow() {

cout << "[" << ID << "] "

<< birthdayDate

<< " Friend: ";

custom.PShow();

}

void PCheck(string compareElement) {

if (compareElement == custom.PSecondName())

PShow();

}

};

#endif // FRIEND\_H

**Пример(ы)**

|  |
| --- |
| input.txt |
| Иванов Генадий +71111111111  Смирнов Валерий +72222222222  Кузнецов Владимир +73333333333  Gagov Tyty +74444444444  >Organization  Унистрим Россия 87198 100 Alliet Jarom +7352352626  КачергаINC США 41904 200 Энди Моно +7253834863  Вершески Жажба 24982 999 Пити Тронт +7346323456  >Friend  Морозов Чарли +32958235 01.23.2001  Afafa Olyt +245138978 04.04.1990  Поповски Поп +918375421 01.01.1970 |
| stdout |
| [100000] Генадий Иванов +71111111111  [100001] Валерий Смирнов +72222222222  [100002] Владимир Кузнецов +73333333333  [100003] Tyty Gagov +74444444444  [1004] Унистрим Россия 87198 100 Contact: [100004] Jarom Alliet +7352352626 |

**Наследование**

|  |
| --- |
| [1005] КачергаINC США 41904 200 Contact: [100005] Моно Энди +7253834863  [1006] Вершески Жажба 24982 999 Contact: [100006] Тронт Пити +7346323456  [1007] 01.23.2001 Friend: [100007] Чарли Морозов +32958235  [1008] 04.04.1990 Friend: [100008] Olyt Afafa +245138978  [1009] 01.01.1970 Friend: [100009] Поп Поповски +918375421  Введите фамилию для поиска (exit - для выхода): Alliet  [1004] Унистрим Россия 87198 100 Contact: [100004] Jarom Alliet +7352352626  Введите фамилию для поиска (exit - для выхода): exit |

**Вектора**

**Упражнение I, задача 2**

Заменить все четные элементы на x.

**Код программы**

**Пример(ы)**

#include <iostream>

#include <algorithm>

#include <vector>

using namespace std;

// Предикат для функции replace\_if, который

// проверяет аргумент на четность

bool f(int i) {

return i & 1;

}

// Предикат для функции for\_each

void fcin(int &i) {

cin >> i;

}

int main() {

int n, tochange;

cout << ">number of elements: ";

cin >> n;

cout << ">enter x: ";

cin >> tochange;

cout << ">elements: ";

vector<int> a(n);

// Считывание функцией for\_each

for\_each(a.begin(), a.end(), fcin);

// Функция заменяет все нечетные числа на введеное пользователем

replace\_if(a.begin(), a.end(), f, tochange);

cout << ">result: ";

// Вывод элементов вектора через итераторы

for (vector<int>::iterator i = a.begin(); i != a.end(); i++) {

cout << \*i << ' ';

}

return 0;

}

|  |  |
| --- | --- |
| stdin | stdout |
| >number of elements: 5  >enter x: 0  >elements: 54 23 -24 0 3 | >result: 0 23 0 0 3 |

**Вектора**

**Упражнение II, задача 11**

Вставить новый элемент после всех элементов, которые заканчиваются на заданную цифру.

**Код программы**

#include <iostream>

#include <algorithm>

#include <vector>

using namespace std;

int x;

// Предикат функции find\_if проверяет аргумент

// на равенство первой цифры числа и х

bool f(int i) {

return abs(i % 10) == x;

}

void fcin(int &i) {

cin >> i;

}

void fcout(int i) {

cout << i << ' ';

}

int main() {

int n, c;

cout << ">number of elements: ";

cin >> n;

cout << ">enter x: ";

cin >> x;

cout << ">enter inserting element: ";

cin >> c;

cout << ">elements: ";

vector<int> a(n);

for\_each(a.begin(), a.end(), fcin);

// Итерационный цикл вставляет элемент c после всех

// элементов, последняя цифра которых равна x

for (vector<int>::iterator it = a.begin(); find\_if(it, a.end(), f) != a.end();) {

// Пока в векторе от итератора it до конца вектора

// есть элементы, удовлетворяющие условию из предиката f

// будем вставлять значение c после таких элементов

it = a.insert(find\_if(it, a.end(), f) +1, c) + 1;

}

cout << ">result: ";

for\_each(a.begin(), a.end(), fcout);

}

**Вектора**

**Пример(ы)**

|  |  |
| --- | --- |
| stdin | stdout |
| >number of elements: 10  >enter x: 4  >enter inserting element: 100  >elements: 424 8932 4 0 100 20023 24 44441 40 1 | >result: 424 100 8932 4 100 0 100 20023 24 100 44441 40 1 |